### Modulul 6. Supraîncărcarea operatorilor în C#.

#### Introducere în supraîncărcarea operatorilor

Supraîncărcarea operatorilor are în esență exact aceleași funcții și utilitate ca și supraîncărcarea metodelor pe care am studiat-o în Modulul 3.

Supraîncărcarea operatorilor se întâmplă atunci când programatorul declară explicit și intenționat alte metode de a utiliza un operator, în dependență de variabilele cu care acesta va interacționa.

Spre exemplu știm bine că operatorul + răspunde de adunarea tipurilor și concatinarea stringurilor și caracterelor, dar puteți să creați pentru acesta o metodă supraîncărcată care vă va permite să folosiți operatorul + pentru a aduna două structuri sau clase de exemplu.

Operatorii care pot fi supraîncărcați în C#:

[+](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/arithmetic-operators#unary-plus-and-minus-operators), [-](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/arithmetic-operators#unary-plus-and-minus-operators), [!](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/boolean-logical-operators#logical-negation-operator-), [~](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/bitwise-and-shift-operators#bitwise-complement-operator-), [++](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/arithmetic-operators#increment-operator-), [--](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/arithmetic-operators#decrement-operator---), [true](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/true-false-operators), [false](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/true-false-operators), [\*](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/arithmetic-operators#multiplication-operator-), [/](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/arithmetic-operators#division-operator-), [%](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/arithmetic-operators#remainder-operator-), [&](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/boolean-logical-operators#logical-and-operator-), [|](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/boolean-logical-operators#logical-or-operator-), [^](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/boolean-logical-operators#logical-exclusive-or-operator-), [<<](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/bitwise-and-shift-operators#left-shift-operator-), [>>](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/bitwise-and-shift-operators#right-shift-operator-), [==](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/equality-operators#equality-operator-), [!=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/equality-operators#inequality-operator-), [<](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/comparison-operators#less-than-operator-), [>](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/comparison-operators#greater-than-operator-), [<=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/comparison-operators#less-than-or-equal-operator-), [>=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/comparison-operators#greater-than-or-equal-operator-)

Operatorii care NU pot fi supraîncărcați:

[&&](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/boolean-logical-operators#conditional-logical-and-operator-), [||](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/boolean-logical-operators#conditional-logical-or-operator-), [ ], [+=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/arithmetic-operators#compound-assignment), [-=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/arithmetic-operators#compound-assignment), [\*=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/arithmetic-operators#compound-assignment), [/=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/arithmetic-operators#compound-assignment), [%=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/arithmetic-operators#compound-assignment), [&=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/boolean-logical-operators#compound-assignment), [|=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/boolean-logical-operators#compound-assignment), [^=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/boolean-logical-operators#compound-assignment), [<<=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/bitwise-and-shift-operators#compound-assignment), [>>=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/bitwise-and-shift-operators#compound-assignment), [^x](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/member-access-operators#index-from-end-operator-), [x = y](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/assignment-operator), [x.y](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/member-access-operators#member-access-expression-), [x?.y](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/member-access-operators#null-conditional-operators--and-), [c ? t : f](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/conditional-operator), [x ?? y](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/null-coalescing-operator), [x ??= y](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/null-coalescing-operator), [x..y](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/member-access-operators#range-operator-), [x->y](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/pointer-related-operators#pointer-member-access-operator--), [=>](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/lambda-operator), [f(x)](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/member-access-operators#invocation-expression-), [as](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/type-testing-and-cast#as-operator), [await](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/await), [checked](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/checked), [unchecked](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/keywords/unchecked), [default](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/default), [delegate](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/delegate-operator), [is](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/type-testing-and-cast#is-operator), [nameof](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/nameof), [new](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/new-operator), [sizeof](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/sizeof), [stackalloc](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/stackalloc), [typeof](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/type-testing-and-cast#typeof-operator)

Sintaxa declarării:

1)Nivelul de acces 2)Tipul de date 3) cuv cheie **operator** 4) Simbolul Operatorului 5) (parametri)

{

//Definirea logicii

}

*Exemplu practic:*

using System;

namespace Calculator

{

class Calculator

{

public int number1, number2;

public Calculator(int num1, int num2)

{

number1 = num1;

number2 = num2;

}

public static Calculator operator -(Calculator \_calc1, Calculator \_calc2)

{

\_calc1.number1 -= \_calc2.number1;

\_calc1.number2 -= \_calc2.number2;

return \_calc1;

}

public static Calculator operator +(Calculator \_calc1, Calculator \_calc2)

{

\_calc1.number1 += \_calc2.number1;

\_calc1.number2 += \_calc2.number2;

return \_calc1;

}

public void Print()

{

Console.WriteLine("Number1 = " + number1);

Console.WriteLine("Number2 = " + number2);

}

}

class Executie

{

static void Main()

{

Calculator calc1 = new Calculator(15, -25);

Calculator calc2 = new Calculator(5, 15);

calc1 = calc1 - calc2;

calc1.Print();

}

}

}

În programul expus am utilizat supraîncărcarea operatorului + și - pentru a crea o metodă adițională de a-i folosi, și anume de a aduna și scădea două obiecte care ambele dețin clasa Calculator.

Acest lucru ne permite să facem operația de + și - între două obiecte care în mod normal nu ar permite această operație, și precum am definit în cod când vom face una din aceste operații number1 din clasa 1 va fi adunat(sau scăzut) cu number 1 din clasa 2, și numărul 2 respectiv.

În metoda Main, am creat două obiecte de tip calculator cu parametri diferiți și am executat operația -, care a dus la ceea că fiecare număr din calc1 a fost scăzut cu numărul respectiv din calc2.,

#### Supraîncărcarea operatorilor unari

Operatorii unari care pot fi supraîncărcați în C# sunt:+,-, !, ~, ++, --. Operatorii unari primesc UN SINGUR parametru.

*Exemplu +:*

class Adunare

{

public int variabila;

public Adunare(int \_var)

{

variabila = \_var;

}

public static Adunare operator +(Adunare \_prog1)

{

\_prog1.variabila += 5;

return \_prog1;

}

static void Main()

{

Adunare obj1 = new Adunare(5);

obj1 = +obj1;

WriteLine(obj1.variabila);

Beep();

}

}

*Exemplu -:*

class Diferenta

{

public int numar;

public Diferenta(int \_input)

{

numar = \_input;

}

public static Diferenta operator -(int \_input, Diferenta \_prog1)

{

\_prog1.numar = -\_prog1.numar \* 2;

return \_prog1;

}

static void Main()

{

Diferenta prog1 = new Diferenta(5);

prog1 = 0 - prog1;

WriteLine(prog1.numar);

Beep();

}

}

*Exemplu !(negație):*

class Negatie

{

public bool valoare;

public Negatie(bool \_input)

{

valoare = \_input;

}

public static Negatie operator !(Negatie \_prog1)

{

if (\_prog1.valoare) \_prog1.valoare = !\_prog1.valoare;

return \_prog1;

}

static void Main()

{

Negatie prog1 = new Negatie(true);

Negatie prog2 = new Negatie(false);

prog1 = !prog1;

prog2 = !prog2;

WriteLine(prog1.valoare);

WriteLine(prog2.valoare);

Beep();

}

}

#### Supraîncărcarea operatorilor binari

Spre deosebire de operatorii unari, operatorii binari vor primi două variabile de intrare.

**Observație: La utilizarea operatorilor binari, trebuie să avem minim o variabilă de intrare care este de tipul clasei.**

În C# următorii operatori binari pot fi supraîncărcați: [+](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/addition-operator), [-](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/subtraction-operator), [\*](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/arithmetic-operators#multiplication-operator-), [/](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/arithmetic-operators#division-operator-), [%](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/arithmetic-operators#remainder-operator-),[<<,](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/bitwise-and-shift-operators#left-shift-operator-) >>

*Exemplu + binar:*

using static System.Console;

namespace OperatoriUnari

{

class Program

{

public int[] tablou;

public Program(int[] \_input)

{

tablou = \_input;

}

public static Program operator +(Program \_prog1, Program \_prog2)

{

for (int i = 0; i < \_prog1.tablou.Length; i++)

{

\_prog1.tablou[i] += \_prog2.tablou[i];

}

return \_prog1;

}

static void Main(string[] args)

{

Program prog1 = new Program(new int[]{ 13, 2, -5 });

Program prog2 = new Program(new int[] { 15, 6, 8 });

prog1 += prog2;

foreach (int numar in prog1.tablou)

{

WriteLine(numar);

}

Beep();

}

}

}

*Exemplu - binar:*

class Scadere

{

public int numar;

public Scadere(int \_input)

{

numar = \_input;

}

public static Scadere operator -(int \_numar, Scadere \_obj)

{

\_obj.numar = \_numar - \_obj.numar;

return \_obj;

}

static void Main()

{

Scadere prog1 = new Scadere(5);

prog1 = 10 - prog1;

WriteLine(prog1.numar);

Beep();

}

}

#### Supraîncărcarea operatorilor de comparație

[==](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/equality-operators#equality-operator-), [!=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/equality-operators#inequality-operator-), [<](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/comparison-operators#less-than-operator-), [>](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/comparison-operators#greater-than-operator-), [<=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/comparison-operators#less-than-or-equal-operator-), [>=](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/comparison-operators#greater-than-or-equal-operator-)

Supraîncărcarea operatorilor de comparație ne oferă o metodă comodă de a integra funcționalități de genul comparării clasei cu un număr, sau comparării a două clase între ele după un anumită variabilă, sau verificarea dacă un obiect de tipul clasei coincide cu alt obiect după o variabilă ID din ele etc.

*Exemplu pentru ==, !=, >, <:*

using static System.Console;

namespace OperatoriComparatie

{

class Egal

{

public int ID;

public int valoare;

//Constructor

public Egal(int[] \_input)

{

ID = \_input[0];

valoare = \_input[1];

}

//Operator supraincarcat egal si nu egal

public static bool operator ==(Egal \_prog1, Egal \_prog2)

{

return (\_prog1.ID == \_prog2.ID);

}

public static bool operator !=(Egal \_prog1, Egal \_prog2)

{

return (\_prog1.ID != \_prog2.ID);

}

//Operator supraincarcat mai mare mai mic

public static bool operator >(Egal \_prog1, Egal \_prog2)

{

return (\_prog1.valoare > \_prog2.valoare);

}

public static bool operator <(Egal \_prog1, Egal \_prog2)

{

return (\_prog1.valoare < \_prog2.valoare);

}

static void Main(string[] args)

{

Egal prog1 = new Egal(new int[] { 5, 7});

Egal prog2 = new Egal(new int[] { 5, 8});

WriteLine("Obiectul 1 are acelasi ID ca si 2:"+(prog1 == prog2));

WriteLine("Obiectul 1 are ID diferit de 2:"+(prog1 != prog2));

WriteLine("\n");

WriteLine("Obiectul 1 are valoarea mai mare ca 2:" + (prog1 > prog2));

WriteLine("Obiectul 1 are valoarea mai mica ca 2:" + (prog1 < prog2));

Beep();

}

}

}

#### Supraîncărcarea operatorilor logici ([&](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/boolean-logical-operators#logical-and-operator-), [|](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/boolean-logical-operators#logical-or-operator-) , [^](https://docs.microsoft.com/en-us/dotnet/csharp/language-reference/operators/boolean-logical-operators#logical-exclusive-or-operator-))

Ca și variantele lor simple, operatorii logici supraîncărcați vor fi utilizați pentru execuția operațiilor între valori true/false.

*Exemplu operatori logici:*

namespace OperatoriLogici

{

class Client

{

public int cheltuieli;

//Constructor

public Client(int \_input)

{

cheltuieli = \_input;

}

//Operatori logici supraincarcati

public static bool operator &(Client \_client1, Client \_client2)

{

bool activ1 = (\_client1.cheltuieli > 0);

bool activ2 = (\_client2.cheltuieli > 0);

return activ1 & activ2;

}

public static bool operator |(Client \_client1, Client \_client2)

{

bool activ1 = (\_client1.cheltuieli > 0);

bool activ2 = (\_client2.cheltuieli > 0);

return activ1 | activ2;

}

public static bool operator ^(Client \_client1, Client \_client2)

{

bool activ1 = (\_client1.cheltuieli > 0);

bool activ2 = (\_client2.cheltuieli > 0);

return activ1 ^ activ2;

}

static void Main(string[] args)

{

Client client1 = new Client(10000);

Client client2 = new Client(0);

WriteLine("Ambii clienti sunt activi:" + (client1 & client2));

WriteLine("Unul dintre clienti este activ:" + (client1 | client2));

WriteLine("Clientii au statut diferit de activitate:" + (client1 ^ client2));

Beep();

}

}

}

#### Supraîncărcarea operatorilor true/false

Ca și alți operatori C#, true și false pot fi supraîncărcați ca să returneze o anumită valoarea în anumite circumstanțe. Spre exemplu putem utiliza supraîncărcarea pentru a crea o clasă Vector și de a verifica dacă vectorul nostru este 0 sau nu printr-o simplă variabilă true/false.

*Exemplu true/false:*

class Vector

{

public int X;

public int Y;

public Vector(int \_x, int \_y)

{

X = \_x;

Y = \_y;

}

public static bool operator true(Vector v)

{

if ((v.X != 0) || (v.Y != 0))

return true;

else

return false;

}

public static bool operator false(Vector v)

{

if ((v.X == 0) && (v.Y == 0))

return true;

else

return false;

}

static void Main(string[] args)

{

Vector test = new Vector(5, 0);

if (test) WriteLine("Vectorul introdus nu este 0.");

else WriteLine("Vectorul introdus este egal cu 0.");

}

}

#### Supraîncărcarea operatorilor de conversie

După cum am discutat în modulul 2 în C# există 2 tipuri de conversie, implicită și explicită. Ambele tipuri pot fi supraîncărcate pentru a oferi mai multe posibilități de utilizare.

Sintaxa

public static implicit operator double(Vector \_vector)

{

return \_vector.lungime;

}

*Exemplu conversie implicită:*

class Vector

{

public int X;

public int Y;

public double lungime;

public Vector(int \_x, int \_y)

{

X = \_x;

Y = \_y;

lungime = Math.Sqrt((Math.Pow(X, 2) + Math.Pow(Y, 2)));

}

public static implicit operator double(Vector \_vector)

{

return \_vector.lungime;

}

static void Main()

{

Vector test = new Vector(5, 5);

double vectorLungime = test;

WriteLine("Lungimea vectorului introdus este de:{0}", vectorLungime);

}

}

*Exemplu conversie explicită:*

class Vector

{

public int X;

public int Y;

public float lungime;

public Vector(int \_x, int \_y)

{

X = \_x;

Y = \_y;

lungime = (float)Math.Sqrt((Math.Pow(X, 2) + Math.Pow(Y, 2)));

}

public static explicit operator float(Vector \_vector)

{

return (float)\_vector.lungime;

}

static void Main()

{

Vector test = new Vector(5, 5);

float vectorLungime = (float)test;

WriteLine("Lungimea vectorului introdus este de:{0}", vectorLungime.ToString("F2"));

}

}

### Probleme pentru rezolvare.

### **Program 1:**

### Scrieți un program în care veți supraîncărca **operația - (minus) binară**.

### Operatorul va executa diferența doar dacă rezultatul va fi mai mare ca 0.

### În metoda main folosiți operatorul supraîncărcat în două cazuri, în primul diferența va fi mai mare ca 0, în al doilea mai mică.

### Afișați ambele rezultate.

### **Program 2:**

### Scrieți un program în care veți supraîncărca operația **++ (incrementare) unară**.

### Operatorul va executa adunarea cu 3 doar dacă parametrul este impar.

### În metoda main creați două obiecte de tipul clasei voastre, unul cu parametru par, altul impar.

### Folosiți operatorul supraîncărcat și afișați ambele rezultate.

### **Program 3:**

### Scrieți un program în care veți supraîncărca **operația / (împărțire) binară**.

### Integrați un try catch în supraîncărcare pentru a detecta împărțirea cu 0.

### Dacă identificați împărțirea cu 0, înlocuiți 0 cu alt număr și repetați operația.

### Afișați rezultatul nou.

### **Program 4:**

### Scrieți un program în care veți supraîncărca **operația \* (produs) binară**.

### Operația va executa produsul a două tablouri numerice în formă încrucișată.

(vedeți schema mai jos - puteți folosi orice valori).

![](data:image/png;base64,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)

### Afișați tabloul rezultat.

### **Program 5:**

### Creați o clasă în care veți avea doi parametri: număr de ordine și valoare

### Supraîncărcați **operația == (egalitate)**.

### Operatorul va executa comparația între două obiecte ale clasei voastre și va returna true doar dacă ambii parametri vor fi egali.

### Adăugați un constructor și creați 4 obiecte(2 egale între ele și 2 diferite), executați comparația cu ajutorul operatorului supraîncărcat și afișați rezultatele.

### **Program 6:**

### Creați o clasă în care veți avea doi parametri: valoare1 și valoare2.

### Supraîncărcați **operatorul true** ca să returneze adevăr atunci când ambele valori sunt egale, și fals când nu.

### Adăugați un constructor și creați 2 obiecte(unul cu valori egale, altul cu diferite)

### Afișați rezultatul ca valoare bool.

### **Program 7:**

### Creați o clasă în care veți avea trei parametri de tip int.

### Supraîncărcați **conversia implicită și explicită float sau double(la alegere)** ca să returneze **rădăcina pătrată din (a+b+c)3.**

### Adăugați un constructor și creați un obiect.

### Afișați rezultatul cu ajutorul conversiei explicite și implicite.

### 

### Modulul adițional. Introducere în WPF. Lucrul cu fișiere audio și imagine.

#### Ce este WPF? Descriere, structura și elemente de bază.

### Ce este WPF?

### WPF sau Windows Presentation Foundation face parte din framework-ul .NET și are scopul de a oferi dezvoltatorilor un instrument comod și cu o varietate de posibilități pentru a crea aplicații pentru Windows.

### Versiunea inițială a fost introdusă în 2007, dar este actualizat consistent, ultima actualizare - Februarie 2020.

### WPF permite de a interacționa cu UI, documente, imagini, sunete, video și alte elemente în interiorul unei aplicații Windows.

Versiunea inițială a WPF era foarte similară cu Windows Forms, dar există un element foarte important care le diferențiază. WPF este creat pentru a interacționa cu DirectX și memoria grafică a calculatorului, în timp ce WinForms folosește doar procesorul și memoria operativă. Această schimbare devine foarte importantă atunci când avem nevoie de a construi aplicații cu o interfață grafică mai complexă care conține o multitudine de elemente grafice, video, animații etc.

Structura WPF

### WPF este structurat în două părți: front-end și back-end.

**Back-endu**l are ca limbaj de bază C# ceea ce permite crearea aplicațiilor cu utilizarea completă a avantajelor platformei .NET. C# este utilizat deci pentru scrierea tuturor funcțiilor care stau în spatele interfeței grafice și permit funcționarea ei.

**Front-endu**l sau interfața grafică a WPF utilizează XAML, care este un limbaj crea de către Microsoft pentru a crea interfețele aplicațiilor Windows și este similar cu XML, HTML și CSS.

Un alt avantaj al WPF este că acesta permit aranjarea elementelor UI în formă dinamică(ca o pagină WEB), spre deosebire de WinForms care are o structura mult mai rigidă.

Pentru a demonstra funcționalitatea unei aplicații simple care va porni, pauza și opri un fișier audio și va modifica imaginea de pe ecran în dependență de butonul apăsat.

Exemplu

namespace WpfApp1

{

public partial class MainWindow : Window

{

private MediaPlayer mediaPlayer = new MediaPlayer();

public bool opened;

public MainWindow()

{

InitializeComponent();

Imagine.Source = new BitmapImage(new Uri(@"D:\2.png"));

}

#region Butoane

private void Play\_Click(object sender, RoutedEventArgs e)

{

//Play sound

if (!opened)

{

mediaPlayer.Open(new Uri(@"D:\Enya – Only Time.mp3"));

opened = true;

}

mediaPlayer.Play();

Imagine.Source = new BitmapImage(new Uri(@"D:\play.png"));

}

private void Pause\_Click(object sender, RoutedEventArgs e)

{

mediaPlayer.Pause();

Imagine.Source = new BitmapImage(new Uri(@"D:\pause.png"));

}

private void Stop\_Click(object sender, RoutedEventArgs e)

{

mediaPlayer.Stop();

opened = false;

Imagine.Source = new BitmapImage(new Uri(@"D:\2.png"));

}

#endregion

}

}